**Описание**

С помощью алгоритма Дейкстры вычисляется кратчайший путь между станциями. Матрица смежности, а также список станций считывается из файла.

**Листинг программы**

using metro.Properties;

using System;

using System.Collections.Generic;

using System.Diagnostics;

using System.Diagnostics.CodeAnalysis;

namespace metro

{

class Program

{

private class Node //объявление класса Узел

{

public string Name;

public Dictionary<Node, int> To = new Dictionary<Node, int>();

public override string ToString() //переопределение метода Имя

{

return Name; //возвращается значение типа void

}

}

private class Path //объявление класса Путь

{

public Node Prev;

public Node To;

public int Weight;

}

private class ByWeight : IComparer<Path>

{

public int Compare(Path x, Path y) //метод, который сравнивает два значения

{

var result = x.Weight.CompareTo(y.Weight);

if (result == 0)

result = x.To.Name.CompareTo(y.To.Name);

return result;

}

}

private static Node GetNodeByName(Dictionary<string, Node> nodesByName, string name)

{

if (!nodesByName.TryGetValue(name, out Node res))

nodesByName.Add(name, res = new Node() { Name = name });

return res;

}

private static List<Path> Dijkstra(Node from, Node to) // метод Дейкстры

{

var initialPath = new Path() { Weight = 0, Prev = null, To = from }; // пременная, показывающая первоначальный путь

var paths = new SortedSet<Path>(new ByWeight()) { initialPath}; // переменная, показывающая путь

var shortestPaths = new Dictionary<Node, Path>() { { from, initialPath } }; // перменная, показывающая кратчайший путь

while(paths.Count > 0) //

{

var path = paths.Min;

var node = path.To;

paths.Remove(path);

if (node == to)

break;

foreach(var edge in node.To)

{

var next = edge.Key;

var weight = path.Weight + edge.Value;

Path oldPath;

if (!shortestPaths.TryGetValue(next,out oldPath))

oldPath = null;

if(oldPath != null && oldPath.Weight > weight)

{

paths.Remove(path);

shortestPaths.Remove(next);

oldPath = null;

};

if(oldPath == null)

{

var newPath = new Path { Weight = weight, Prev = node, To = next };

shortestPaths.Add(next, newPath);

paths.Add(newPath);

}

}

}

var result = new List<Path>();

while(to != from && to != null )

{

var path = shortestPaths[to];

result.Add(path);

to = path.Prev;

}

result.Reverse();

return result;

}

static void Main(string[] args)

{

var nodesByNames = new Dictionary<string, Node>();

var edgesStrings = Resources.Edges.Split('\n');

foreach(var edgeString in edgesStrings)

{

if (string.IsNullOrEmpty(edgeString))

continue;

var NodesAndWeight = edgeString.Trim().Replace("\r", "").Split(" : "); //возвращается новая строка, в которой удалены все вхождения заданного набора символов из текущей строки

var weight = int.Parse(NodesAndWeight[1]); //преобразуется строковое представленеи числа в эквивалентное ему целое число со знаком

var nodeNames = NodesAndWeight[0].Split(" <-> "); //строка делится " <-> " на части между символами

bool undirected = nodeNames.Length > 1;

if(!undirected)

nodeNames = NodesAndWeight[0].Split(" -> ");

var node1 = GetNodeByName(nodesByNames, nodeNames[0]);

var node2 = GetNodeByName(nodesByNames, nodeNames[1]);

node1.To.Add(node2, weight);

if (undirected)

{

node2.To.Add(node1, weight);

}

}

bool onceAgain;

do

{

Node from = null; //обнуление переменой

Node to = null; //обнуление переменной

List<Node> possibleFrom = new List<Node>(); //переменная класса

List<Node> possibleTo = new List<Node>();

Console.WriteLine("Введите станцию отправления:"); //вывод на экран "Введите станцию отправления:"

var name1 = Console.ReadLine();

if (!nodesByNames.TryGetValue(name1, out from))

{

foreach(var node in nodesByNames.Values)

{

if (node.Name.Contains(name1))

possibleFrom.Add(node);

}

if (possibleFrom.Count > 10)

possibleFrom.Clear();

if(possibleFrom.Count == 0 )

Console.WriteLine("Станция отправления не распознана"); //вывод на экран "Станция отправления не распознана"

}

if (from != null || possibleFrom.Count > 0)

{

Console.WriteLine("Введите станцию назначения:"); //вывод на экран "Введите станцию назначения: "

var name2 = Console.ReadLine();

if (!nodesByNames.TryGetValue(name2, out to))

{

foreach (var node in nodesByNames.Values)

{

if (node.Name.Contains(name2))

possibleTo.Add(node);

}

if (possibleTo.Count > 10)

possibleTo.Clear();

if (possibleTo.Count == 0)

Console.WriteLine("Станция назначения не распознана"); //вывод на экран "Станция назначения не распознана"

}

if (to != null || possibleTo.Count > 0)

{

if (from != null)

possibleFrom = new List<Node> { from };

if (to != null)

possibleTo = new List<Node> { to };

List<Path> shortest = null;

if (from == null || to == null)

{

var minWeight = int.MaxValue;

foreach(var f in possibleFrom)

foreach(var t in possibleTo)

{

var path = Dijkstra(f, t);

var w = path[path.Count - 1].Weight;

if (w < minWeight)

{

minWeight = w;

from = f;

to = t;

shortest = path;

}

}

}

{

if(shortest == null) //если равно 0

shortest = Dijkstra(from, to);

foreach (var p in shortest) // перебор элементов в коллекции

{

var node1 = p.Prev;

var node2 = p.To;

int edgeWeight;

if (node1 != null && node1.To.TryGetValue(node2, out edgeWeight))

Console.WriteLine($"{node1.Name} -> {node2.Name} : {edgeWeight}");

}

var weight = shortest.Count > 0 ? shortest[shortest.Count - 1].Weight : 0;

Console.WriteLine($"Общая длина пути {weight}"); //вывод на экран значения общей длины пути

}

}

}

Console.WriteLine("Ещё раз, да?"); //повторить

onceAgain = Console.ReadLine().ToLower().Trim() == "да";

} while (onceAgain);

}

}

}

**Edges.txt**

Сенная Площадь <-> Невский проспект : 2

Невский проспект <-> Горьковская : 4

Горьковская <-> Петроградская : 2

Петроградская <-> Черная речка : 4

Черная речка <-> Пионерская : 3

Пионерская <-> Удельная : 3

Удельная <-> Озерки : 3

Озерки <-> Проспект Просвящения : 3

Проспект Просвящения <-> Парнас : 3

Сенная Площадь <-> Технологический Институт-1.2 : 2

Технологический Институт-1.2 <-> Фрунзенская : 2

Пушкинская <-> Технологический Институт-1.1 : 2

Технологический Институт-1.1 <-> Балтийская : 2

Фрунзенская <-> Технологический Институт-2.2 : 2

Технологический Институт-2.2 <-> Сенная Площадь : 2

Сенная Площадь <-> Технологический институт 2.1 : 4

Технологический институт 2.1 <-> Фрунзенская : 4

Фрунзенская <-> Московские ворота : 3

Московские ворота <-> Электросила : 2

Электросила <-> Парк Победы : 2

Парк Победы <-> Московская : 3

Московская <-> Звездная : 4

Звездная <-> Купчино : 3

Балтийская <-> Технологический Институт-2.1 : 2

Технологический Институт-2.1 <-> Пушкинская : 2

Технологический Институт-2.1 <-> Технологический Институт-2.2 : 2

Технологический Институт-1.1 <-> Технологический Институт-1.2 : 2

Технологический Институт-1.1 <-> Технологический Институт-2.1 : 4

Технологический Институт-1.1 <-> Технологический Институт-2.2 : 4

Технологический Институт-1.2 <-> Технологический Институт-2.1 : 4

Технологический Институт-1.2 <-> Технологический Институт-2.2 : 4

Пушкинская <-> Владимирская : 2

Звенигородская <-> Пушкинская : 3

Звенигородская <-> Садовая : 4

Садовая <-> Адмиралтейская : 4

Адмиралтейская <-> Спортивная : 4

Спортивная <-> Чкаловская : 2

Чкаловская <-> Крестовский остров : 3

Крестовский остров <-> Старая деревня : 2

Старая деревня <-> Комендантский проспект : 3

Звенигородская <-> Обводный канал : 3

Обводный канал <-> Волковская : 3

Волковская <-> Бухарестская : 3

Бухарестская <-> Международная : 3

Международная <-> Проспект Славы : 3

Проспект Славы <-> Дунайская : 3

Дунайская <-> Шушары : 3

Садовая <-> Спасская : 3

Спасская <-> Достоевская : 3

Достоевская <-> Лиговский проспект : 2

Лиговский проспект <-> Площадь Александра Невского-2 : 3

Площадь Александра Невского-2 <-> Площадь Александра Невского-1 : 3

Площадь Александра Невского-2 <-> Новочеркасская : 3

Новочеркасская <-> Ладожская : 2

Ладожская <-> Проспект Большевиков : 3

Проспект Большевиков <-> Улица Дыбенко : 2

Садовая <-> Сенная Площадь : 4

Гостиный двор <-> Невский проспект : 4

Достоевская <-> Владимирская : 3

Площадь Восстания <-> Маяковская : 3

Спасская <-> Сенная Площадь : 4

Площадь Александра Невского-1 <-> Елизаровская : 5

Елизаровская <-> Ломоносовская : 3

Ломоносовская <-> Пролетарская : 3

Пролетарская <-> Обухово : 3

Обухово <-> Рыбацкое : 4

Площадь Александра Невского-1 <-> Маяковская : 5

Маяковская <-> Гостиный двор : 2

Гостиный двор <-> Василеостровская : 5

Василеостровская <-> Приморская : 4

Приморская <-> Беговая : 5

Пушкинская <-> Технологический институт 1.1 : 4

Технологический институт 1.1 <-> Балтийская : 2

Балтийская <-> Нарвская : 2

Нарвская <-> Кировский завод : 3

Кировский завод <-> Автово : 2

Автово <-> Ленинский проспект : 2

Ленинский проспект <-> Проспект Ветеранов : 2

Владимирская <-> Площадь Восстания : 2

Площадь Восстания <-> Чернышевская : 3

Чернышевская <-> Площадь Ленина : 2

Площадь Ленина <-> Выборгская : 2

Выборгская <-> Лесная : 2

Лесная <-> Площадь Мужества : 3

Площадь Мужества <-> Политехническая : 2

Политехническая <-> Академическая : 2

Академическая <-> Гражданский проспект : 4

Гражданский проспект <-> Девяткино : 3

**Результат работы программы**

На рисунке 1 представлены результаты работы программы.

![](data:image/png;base64,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)

Рисунок 1 – Результат работы программы

**Вывод**

В ходе выполнения лабораторной работы были изучены теоретические материалы по теме теория графов. Также была разработана программа, написанная на языке C#, которая позволяет искать кратчайший путь между станциями А и Б Санкт-Петербургского метрополитена. Программа учитывает время пересадки, а также считает время пути.